A Framework for Automated Evidence Gathering with Mobile Systems Using Bayesian Networks


Abstract— This article presents a framework that allows the automated gathering of medical evidence, using a methodology based on Bayesian Networks (BN). For such purpose, system software and a programming methodology were developed. The proposed methodology is generic and can be applied to different contexts (application domains) were evidence gathering is executed in mobile devices.
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I. INTRODUCTION

The technological evolution of computing devices has made the inclusion of such devices into the user’s personal space possible. This inclusion facilitates human health monitoring, as it allows the gathering of physiological and environmental information, at any time and in any place [1]-[4].

This technology leads to a great number of possible applications that may allow in loco evidence gathering. The collection of such evidences, in many of these applications, can be done by having the patient fill a specific questionnaire. This questionnaire should try to gather as many evidences on the subject as possible.

Bayesian decision theory can be used to generate a probabilistic model, as it allows the estimation of conditional probabilities associated with an a priori evidence. Bayesian Networks (BN) can be used to deal with problems that have some degree of uncertainty, such as in the diagnosis of diseases, the optimization of treatments, and the prescription of drugs [5], [6]. Bayesian networks can be modeled such that they can represent questionnaires about specific subjects, and have the advantage of saving probabilistic information supplied by a specialist in the field.

It would be valuable to have a framework that would allow information storage, and also clearly separate modeling tasks performed by the network from the implementation of the logic that controls the delivery of the questionnaire and the evidence gathering.

Software that automatically performs evidence gathering could be a great asset. In this kind of software, the user interface should not be complex [7], in order to limit the interaction time between patient and system, the patient should not be overwhelmed with too many questions, and the mobile system should have a small energy consumption.

The goal of this work is to implement a set of software mechanisms that form a framework capable of executing automated evidence gathering, allowing the use of BN in cell phones. For such purpose we developed a programming methodology capable of separating the modeling of the BN from the implementation of the system for evidence gathering.

In section II, we present the technique for evidence gathering that was used. Section III describes a way of modeling a BN for use in this framework. In section IV, we present the application prototype, and a description of the classes we used. In section V, we present the conclusions drawn from this work.

II. COLLECTING EVIDENCES THROUGH THE USE OF GRAPH PATHS

The breadth-first search technique consists on visiting all the nodes in a branch until the end nodes are reached, and repeating this process for all branches [8]-[10]. The process is illustrated in Fig. 1.

In the original breadth-first search technique, a search key is generally well-known a priori. The goal of the system software discussed in this work is to allow the execution of the Bayesian Networks that represent the possible questionnaires in computational devices. Thus, there is a perception that the true search keys are reached only at the end of the set of questions, when one fills a questionnaire. Therefore, along the path graph, the user should be questioned about which of the next evidences are consistent with the actual situation.

If the questions are to be used in the questionnaire graphs, questions referring to the nodes that follow the
current question should be included. As an example, if question C in Fig. 1 was asked, it is necessary to ask the question referring to nodes E and G, because the original algorithm does not provide any kind of heuristics for choosing the most appropriate question, and depends on a choice made by the user.
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Fig. 1. Breadth-first search.

The computational complexity of the Breadth-first search algorithm discussed above is O(n), as the number of iterations is restricted to the number of nodes in the path, and there aren’t cycles in the graph correspondent to this path.

III. TOOLS FOR BAYESIAN NETWORK MODELING

Microsoft Belief Network (MBN) is a Windows software for creating, manipulating and evaluating BN. This software graphically represents the network with a diagram, where variables are presented as ellipses composing the vertices of the graph and conditional dependences are the connections (edges) between variables [11].

MBN stores the graphical structure in a “.dsc” file, which is a text file in a proprietary format. As a contribution of this work, we implemented a Java translator that is discussed in section II.

A. Questionnaire Modeling

The questions that compose the questionnaire must be hierarchy organized in a top-down approach, with general (macro) and detailed (micro) views of the problem.

This hierarchy can be observed in Fig. 2, which shows the topic structure of a Symptomatological interrogatory [12, 13]. Underlined items correspond to evidences that may be checked by the patient.

<table>
<thead>
<tr>
<th>3. Head</th>
</tr>
</thead>
<tbody>
<tr>
<td>3.1. Headache? Yes No</td>
</tr>
<tr>
<td>3.1.1. Started: suddenly gradually</td>
</tr>
<tr>
<td>3.1.2. Intensity: mild moderate intense very intense</td>
</tr>
<tr>
<td>3.1.3. Pain: burning in bursts pulsatile continuous...</td>
</tr>
</tbody>
</table>

Fig. 2. A Segment of the symptomatological interrogatory.

This questionnaire can be converted into a decision graph. Thus, the questions are represented by the vertices, while the evidence (probability value) are inserted into each graph vertex (node). The questionnaire generates only one antecessor for each node. This means that child nodes are assigned to a single ancestor node, child’s parent node. This guarantees a single possible path to a leaf node, the final question.

IV. FRAMEWORK IMPLEMENTATION

The classes implemented in this work are shown in Fig. 3. Note that one can create its own path through the graph, instead of using an object from the “BSearch” class. Thus, a researcher is able to implement a path that more adequately fits his study. The programmer should be familiarized with the interfaces of the “Nodo” and “GAD” classes, in order to be able to take advantage of their functionalities.

Therefore, there are two possible approaches for using these classes. In the first approach, the network that represents the questionnaire is described in “.dsc” format, and is imported directly by the classes. In the other approach, a different path is used, and it is implemented in a different class, allowing a new control over the questionnaire execution logic.

A. The DSC Translator

We designed a simplified translator, called TranslatorDSC, which can be ported for executing BN in environments with limited computational resources, such as cell phones and PDAs. An overview of the TranslatorDSC functioning is showed in the sequence diagram presented in Fig. 4.

When a new object of the “TranslatorDSC” class is instanced, it instances an object of the “GAD” class (described in section IV, item C). After the “.dsc” file reading, the “TranslatorDSC” object instances an object of the “Node” class. This object is associated with the “GAD” object previously created. When the evidences of a node are found, these evidences and their associated probability values become part of the node characteristics.
B. Node Class

The Node class is responsible for generating the data structures and methods for creating and maintaining nodes in memory. A graphical description is shown in Fig. 5. The most useful method for the “TranslatorDSC” class is “receiveSon”. The other methods can be used for the programmer in order to increase system functionality. For example, the “objectInstanced.listSons()” call returns an object “ChoiceGroup”, which may be immediately associated to a form for display on the device screen. This allows the choice of an evidence contained in the node. Similarly, the method “printEvidences” can be used to display evidences.

C. The GAD Class

The GAD class is responsible for maintaining and creating the data structure that represents a Directed Acyclic Graph (DAG). The GAD class stores references to objects of the “Node” type, and creates a collection of nodes that compose the BN. This class supports the execution of TranslatorDSC. To reach such objective, the “Insert” and “searchNode” methods allow nodes referring to a specific GAD to be inserted, and also searched, in order to guarantee the correct localization of pointers (object references) during algorithm execution.

D. The BSearch Class

The class that implements the search in the graph is defined such that it can operate on BNs that represent a set of questions and answers on a certain subject. In this work, the BN used as an example represents the set of questions referring to patient health, which is contained in the symptomatological interrogatory. The BSearch class has only one method, called Search. It is responsible for starting the questionnaire. BSearch class assumes that an instance of the “TranslatorDSC” already exists.

Figure 6 illustrates, as an example, that this system software can be used in other application domains. This example presents a brief questionnaire about hardware issues in a personal computer.

E. The Prototype

Prototypes of a desktop and a mobile device versions were developed (Fig. 7). The use of the symptomatological interrogatory as a BN that represents a questionnaire confirms the usefulness of the software artifacts previously described in [14].

Fig. 6. Using FAGE in a different application domain.

Fig. 7. Collected evidences.

The algorithms are capable of supplying a list of all the evidences that were collected during the execution of the symptomatological interrogatory (Fig. 7). This allows, for
example, a set of collected evidences (answers) to be sent to the patient’s physician, or to an external system that handles this information.

V. CONCLUSION

The defined classes allow a structured approach for the construction of a computing system that can deliver a questionnaire on a certain subject. Using the proposed framework, it is possible to separate the semantics from the questionnaires, by using BNs in the implementation of the execution of the questions. Thus, it is possible to use the proposed framework as a tool for the construction of this kind of software.

As a result, a much smaller number of code lines are needed. If a conventional method, such as the method based on selection using IF..THEN..ELSE, was used, there would be a nesting of commands that would lead to an equal number of questions. In contrast, the “BSearch” class, has only thirteen selection commands.

For the user of mobile systems, the algorithm guarantees that it is not necessary to have a complete vision of the universe of questions on the subject under evaluation. This reduces the evaluation time for the multiple options.

As future work, we propose the use of a new technique based on graph path, using heuristic methods for the selection of a more optimized set of questions, which can accelerate the response time perceived by the system’s users.

TranslatorDSC should be modified in such a way that it becomes a generic translator, which is capable of working with BNs that possess more than a parent node for each child node. This will allow the use of BNs that do not describe only the models of structured questionnaires in a hierarchic way.

Also, we plan to add support for file formats other than “.dsc”, such as the XML (eXtensible Markup Language) format.

The project is currently registered in SourceForge.net, and it is called F.A.G.E (Framework for Automatic Gathering of Evidences in Mobile Devices). The software is available under the terms of the GPL/GNU license [15].
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